**Java** provides the **StringBuffer** and String classes, and the String class is used to manipulate character strings that cannot be changed. Simply stated, objects of type String are read only and immutable. The **StringBuffer** class is used to represent characters that can be modified.w

String is one of the most widely used Java Class. Here I am listing some important [**Java String**](https://www.journaldev.com/16928/java-string)**Interview Questions and Answers**.

This will be very helpful to get complete knowledge of String and tackle any questions asked related to String in interview.

**What is String in Java? String is a data type?**

String is a Class in java and defined in java.lang package. It’s not a primitive data type like int and long. String class represents character Strings. String is used in almost all the Java applications and there are some interesting facts we should know about String. String in immutable and final in Java and JVM uses String Pool to store all the String objects.  
Some other interesting things about String is the way we can instantiate a String object using double quotes and overloading of “+” operator for concatenation.

**What are different ways to create String Object?**

We can create String object using new operator like any normal java class or we can use double quotes to create a String object. There are several constructors available in String class to get String from char array, byte array, StringBuffer and StringBuilder.

String str = new String("abc");

String str1 = "abc";

When we create a String using double quotes, JVM looks in the String pool to find if any other String is stored with same value. If found, it just returns the reference to that String object else it creates a new String object with given value and stores it in the String pool.  
When we use new operator, JVM creates the String object but don’t store it into the String Pool. We can use intern() method to store the String object into String pool or return the reference if there is already a String with equal value present in the pool.

# Java String Class Tutorial

Java String class represents character strings. The**java.lang.String** class provides a lot of methods to work on string. Java String is not a primitive data type like int and long. It is basically an object that represents **sequence of char values** . It is like an array of characters works same as java string.

## char[] chr={'W','E','L','C','O','M','E'};

## How to create a Java String object?

There are two ways to create Java String object:

* By string literal
* By new keyword

**String Literal**

Java String literal is created by using double quotes.

String s="Java Tutorial";

**By using new keyword**

String str = new String("Java Tutorial");

**Difference between String literal and New String object**

When you use new String( **"Java Tutorial"** ), it explicitly creates a new and referentially distinct instance of a String object. It is an individual instance of the java.lang.String class. String s="Java Tutorial"; may reuse an instance from the string constant **pool** if one is available (String Pool is a pool of Strings stored in Java **heap memory** ). Moreover, it is a Java language concept and when you use a string literal the string can be interned.

#### Example:

String a = "JAVA";

String b = "JAVA";

System.out.println(a == b);

The output of the above program is **'true'** .

String c = new String("JAVA");

String d = new String("JAVA");

System.out.println(c == d);

The output of the above program is **'false'** .

It is better you should use the string literal notation when possible. It is easier to read and it gives the compiler a chance to optimize your code. Passing a null argument to a String constructor or String method will cause a **NullPointerException** to be thrown. Also in terms of good coding practice: do not use == to check for String equality, use .equals() instead.

The significant performance difference between these two classes is that StringBuffer is faster than String when performing simple concatenations. In String manipulation code, character strings are routinely concatenated. Using the String class, concatenations are typically performed as follows:

String str = new String ("Stanford ");

str += "Lost!!";

If you were to use StringBuffer to perform the same concatenation, you would need code that looks like this:

StringBuffer str = new StringBuffer ("Stanford ");

str.append("Lost!!");

Developers usually assume that the first example above is more efficient because they think that the second example, which uses the append method for concatenation, is more costly than the first example, which uses the + operator to concatenate two String objects.

**Write a method that will remove given character from the String?**

We can use replaceAll method to replace all the occurance of a String with another String. The important point to note is that it accepts String as argument, so we will use Character class to create String and use it to replace all the characters with empty String.

private static String removeChar(String str, char c) {

if (str == null)

return null;

return str.replaceAll(Character.toString(c), "");

}

1. **public** **class** RemoveChar {
2. **public** **static** **void** main(String[] args) {
3. String str = "India is my country";
4. System.out.println(charRemoveAt(str, 7));
5. }
6. **public** **static** String charRemoveAt(String str, **int** p) {
7. **return** str.substring(0, p) + str.substring(p + 1);
8. }
9. }
10. **How can we make String upper case or lower case?**

We can use String class toUpperCase and toLowerCase methods to get the String in all upper case or lower case. These methods have a variant that accepts Locale argument and use that locale rules to convert String to upper or lower case.

# Converting to Upper and Lower Case in Java

Converting your Java strings of text to upper or lower case is fairly straightforward: just use the inbuilt methods toUpperCase and toLowerCase.

Start a new project for this, and add the following code:

![Java code showing how to convert to uppercase](data:image/gif;base64,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)

The first two lines of code just set up a String variable to hold the text "text to change", and then we print it out. The third line sets of a second String variable called result. The fourth line is where we do the converting:

**result = changeCase.toUpperCase( );**

To use a string method you first type the string you want to work on. For us, this was the string in the variable called **changeCase**. Type a dot after the variable name and you'll see a list of available methods that you can use on your string. Select **toUpperCase**. (The method needs the empty round brackets after it.)

After Java has changed the word to uppercase letters, we're storing the new string into our result variable.

### What is String subSequence method?

Java 1.4 introduced CharSequence interface and String implements this interface, this is the only reason for the implementation of subSequence method in String class. Internally it invokes the String substring method.  
Check this post for [String subSequence](https://www.journaldev.com/813/java-string-subsequence-example) example.

Below is a simple [java String](https://www.journaldev.com/16928/java-string) subSequence method example.

StringSubsequence.java

package com.journaldev.examples;

public class StringSubsequence {

/\*\*

\* This class shows usage of String subSequence method

\*

\* @param args

\*/

public static void main(String[] args) {

String str = "www.journaldev.com";

System.out.println("Last 4 char String: " + str.subSequence(str.length() - 4, str.length()));

System.out.println("First 4 char String: " + str.subSequence(0, 4));

System.out.println("website name: " + str.subSequence(4, 14));

// substring vs subSequence

System.out.println("substring == subSequence ? " + (str.substring(4, 14) == str.subSequence(4, 14)));

System.out.println("substring equals subSequence ? " + (str.substring(4, 14).equals(str.subSequence(4, 14))));

}

}

### How to compare two Strings in java program?

Java String implements Comparable interface and it has two variants of compareTo() methods.

compareTo(String anotherString) method compares the String object with the String argument passed lexicographically. If String object precedes the argument passed, it returns negative integer and if String object follows the argument String passed, it returns positive integer. It returns zero when both the String have same value, in this case equals(String str) method will also return true.

compareToIgnoreCase(String str): This method is similar to the first one, except that it ignores the case. It uses String CASE\_INSENSITIVE\_ORDER Comparator for case insensitive comparison. If the value is zero then equalsIgnoreCase(String str) will also return true.  
Check this post for [String compareTo](https://www.journaldev.com/810/java-string-compareto-examples) example.

StringCompareToExample.java

Test.java

### How to convert String to char and vice versa?

This is a tricky question because String is a sequence of characters, so we can't convert it to a single character. We can use use charAt method to get the character at given index or we can use toCharArray()method to convert String to character array.  
Check this post for sample program on converting [String to character array to String](https://www.journaldev.com/794/string-char-array-java).

### How to convert String to byte array and vice versa?

We can use String getBytes() method to convert String to byte array and we can use String constructor new String(byte[] arr) to convert byte array to String.  
Check this post for [String to byte array](https://www.journaldev.com/770/string-byte-array-java) example.

### Can we use String in switch case?

This is a tricky question used to check your knowledge of current Java developments. Java 7 extended the capability of switch case to use Strings also, earlier java versions doesn't support this.  
If you are implementing conditional flow for Strings, you can use if-else conditions and you can use switch case if you are using Java 7 or higher versions.

Check this post for [Java Switch Case String](https://www.journaldev.com/588/java-switch-case-string) example.

### Write a program to print all permutations of String?

This is a tricky question and we need to use recursion to find all the permutations of a String, for example "AAB" permutations will be "AAB", "ABA" and "BAA".  
We also need to use Set to make sure there are no duplicate values.  
Check this post for complete program to [find all permutations of String](https://www.journaldev.com/526/java-program-to-find-all-permutations-of-a-string).

### Write a function to find out longest palindrome in a given string?

A String can contain palindrome strings in it and to find longest palindrome in given String is a programming question.  
Check this post for complete program to find longest [palindrome in a String](https://www.journaldev.com/530/longest-palindrome-string-java).

### Difference between String, StringBuffer and StringBuilder?

String is immutable and final in java, so whenever we do String manipulation, it creates a new String. String manipulations are resource consuming, so java provides two utility classes for String manipulations - StringBuffer and StringBuilder.  
StringBuffer and StringBuilder are mutable classes. StringBuffer operations are thread-safe and synchronized where StringBuilder operations are not thread-safe. So when multiple threads are working on same String, we should use StringBuffer but in single threaded environment we should use StringBuilder.  
StringBuilder performance is fast than StringBuffer because of no overhead of synchronization.

Check this post for extensive details about [String vs StringBuffer vs StringBuilder](https://www.journaldev.com/538/string-vs-stringbuffer-vs-stringbuilder).  
Read this post for benchmarking of [StringBuffer vs StringBuilder](https://www.journaldev.com/137/stringbuffer-vs-stringbuilder).

### Why String is immutable or final in Java

There are several benefits of String because it's immutable and final.

* String Pool is possible because String is immutable in java.
* It increases security because any hacker can't change its value and it's used for storing sensitive information such as database username, password etc.
* Since String is immutable, it's safe to use in multi-threading and we don't need any synchronization.
* Strings are used in [java classloader](https://www.journaldev.com/349/java-classloader) and immutability provides security that correct class is getting loaded by Classloader.

Check this post to get more details [why String is immutable in java](https://www.journaldev.com/802/string-immutable-final-java).

### How to Split String in java?

We can use split(String regex) to split the String into String array based on the provided regular expression.  
Learn more at [java String split](https://www.journaldev.com/791/java-string-split).

### Why Char array is preferred over String for storing password?

String is immutable in java and stored in String pool. Once it's created it stays in the pool until unless garbage collected, so even though we are done with password it's available in memory for longer duration and there is no way to avoid it. It's a security risk because anyone having access to memory dump can find the password as clear text.  
If we use char array to store password, we can set it to blank once we are done with it. So we can control for how long it's available in memory that avoids the security threat with String.

### How do you check if two Strings are equal in Java?

There are two ways to check if two Strings are equal or not - using "==" operator or using equals method. When we use "==" operator, it checks for value of String as well as reference but in our programming, most of the time we are checking equality of String for value only. So we should use equals method to check if two Strings are equal or not.  
There is another function equalsIgnoreCase that we can use to ignore case.

String s1 = "abc";

String s2 = "abc";

String s3= new String("abc");

System.out.println("s1 == s2 ? "+(s1==s2)); //true

System.out.println("s1 == s3 ? "+(s1==s3)); //false

System.out.println("s1 equals s3 ? "+(s1.equals(s3))); //true

### What is String Pool?

As the name suggests, String Pool is a pool of Strings stored in Java heap memory. We know that String is special class in java and we can create String object using new operator as well as providing values in double quotes.  
Check this post for more details about [String Pool](https://www.journaldev.com/797/what-is-java-string-pool).

### What does String intern() method do?

When the intern method is invoked, if the pool already contains a string equal to this String object as determined by the equals(Object) method, then the string from the pool is returned. Otherwise, this String object is added to the pool and a reference to this String object is returned.  
This method always return a String that has the same contents as this string, but is guaranteed to be from a pool of unique strings.

### Does String is thread-safe in Java?

Strings are immutable, so we can't change it's value in program. Hence it's thread-safe and can be safely used in multi-threaded environment.  
Check this post for [Thread Safety in Java](https://www.journaldev.com/1061/thread-safety-in-java).

### Why String is popular HashMap key in Java?

Since String is immutable, its hashcode is cached at the time of creation and it doesn’t need to be calculated again. This makes it a great candidate for key in a Map and it’s processing is fast than other HashMap key objects. This is why String is mostly used Object as HashMap keys.

### String Programming Questions

1. What is the output of below program?
2. package com.journaldev.strings;
3. public class StringTest {
4. public static void main(String[] args) {
5. String s1 = new String("pankaj");
6. String s2 = new String("PANKAJ");
7. System.out.println(s1 = s2);
8. }

}

It's a simple yet tricky program, it will print "PANKAJ" because we are assigning s2 String to s1. Don't get confused with == comparison operator.

1. What is the output of below program?
2. package com.journaldev.strings;
3. public class Test {
4. public void foo(String s) {
5. System.out.println("String");
6. }
7. public void foo(StringBuffer sb){
8. System.out.println("StringBuffer");
9. }
10. public static void main(String[] args) {
11. new Test().foo(null);
12. }

}

The above program will not compile with error as "The method foo(String) is ambiguous for the type Test". For complete clarification read [Understanding the method X is ambiguous for the type Y error](https://www.journaldev.com/9107/the-method-is-ambiguous-for-the-type-java-ambiguous-method-call-null-error).

1. What is the output of below code snippet?
2. String s1 = new String("abc");
3. String s2 = new String("abc");

System.out.println(s1 == s2);

It will print **false** because we are using new operator to create String, so it will be created in the heap memory and both s1, s2 will have different reference. If we create them using double quotes, then they will be part of string pool and it will print true.

1. What will be output of below code snippet?
2. String s1 = "abc";
3. StringBuffer s2 = new StringBuffer(s1);

System.out.println(s1.equals(s2));

It will print false because s2 is not of type String. If you will look at the equals method implementation in the String class, you will find a check using **instanceof** operator to check if the type of passed object is String? If not, then return false.

1. What will be output of below program?
2. String s1 = "abc";
3. String s2 = new String("abc");
4. s2.intern();

System.out.println(s1 ==s2);

It's a tricky question and output will be **false**. We know that intern() method will return the String object reference from the string pool, but since we didn't assigned it back to s2, there is no change in s2 and hence both s1 and s2 are having different reference. If we change the code in line 3 to s2 = s2.intern(); then output will be true.

1. How many String objects got created in below code snippet?
2. String s1 = new String("Hello");

String s2 = new String("Hello");

Answer is 3.  
First - line 1, "Hello" object in the string pool.  
Second - line 1, new String with value "Hello" in the heap memory.  
Third - line 2, new String with value "Hello" in the heap memory. Here "Hello" string from string pool is reused.

I hope that the questions listed here will help you in java interviews, please let me know if I have missed anything.

Make sure to check out [Java Programming Questions](https://www.journaldev.com/370/java-programming-interview-questions)